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Abstract 

Teaching programming primarily focuses on imperative, object-oriented, or block programming 

languages to cover the requirements of the curricula. Most students find text-based languages 

difficult to learn, and the educational environments childish, or in some cases even useless. 

Furthermore, research and experience show that students who complete secondary education do 

not possess the required level of algorithmic and computational thinking skills for effective 

problem-solving. Considering these, we are convinced we need to rethink how programming 

should be taught, especially to beginners. Besides programming, data-management is also a 

mandatory topic in ICT education, which is traditionally taught with surface approaches, focusing 

on the interfaces and features of applications without considering the underlying algorithms 

involved. 

In contrast with traditional approaches, Sprego (Spreadsheet Lego) is a schema-centric 

methodology for teaching both data-management and programming, by applying Pólya’s concept 

based problem-solving method. In order to further ease the cognitive load required by these topics 

‒ the data-analyses and the building of algorithms ‒, Sprego is supported with various unplugged 

and semi-unplugged tools, while coding is carried out on user-friendly spreadsheet interfaces. To 

motivate students and make them solve real-world problems, authentic sources are collected and 

presented in classes, in accordance with the students’ age, background knowledge, and subjects of 

interest. With this unique approach to programming, the Sprego methodology provides an 

opportunity to build up long-lasting knowledge and to develop algorithmic and computational 

thinking skills. In the present paper, our goal is to demonstrate how Sprego can be utilized as an 

introductory programming environment and what the advantages are compared to traditional 

methods. 
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1. Introduction 

Computational thinking is considered the fourth basic skill [1], along with the 3Rs (reading, 

writing, arithmetic). In the educational context, when talking about the development of 

computational skills, teachers usually refer to the programming topic of ICT (Information and 

Communications Technology) education. Teaching programming holds a “special place” in ICT 

education, as it is overemphasized by IT professionals as well as educators, implying that it is the 

only topic where “serious” computer science happens. 

1.1. Programming education 

Schools offer a wide range of programming tools to teach the fundamentals and requirements of 

programming stated in the curricula [2] [3]. These tools range from traditional text-based 

imperative, object-oriented languages to various forms of visual programming and educational 
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programming languages (EPLs). The most popular of these languages are C, C#, C++, Java, 

Pascal, Python, Logo [4], Scratch [5], Alice [6], Lego Mindstorms [7], etc.. 

Despite the advantages of EPL tools and interfaces, previous research has pointed out that 

students studying with them could not perform better than students who studied with imperative 

and object-oriented languages [8] [9] [10] [11]. 

Notwithstanding, regardless of the tools used, research shows that students who complete 

secondary education do not possess the level of algorithmic and computational thinking skills on 

which they can rely effectively in tertiary education [12] [13]. In general, students find the text-

based languages difficult to learn and the applications they create and run in the command-line 

window unmotivating. In contrast, using various EPLs usually results in visually more engaging 

student productions that stimulate multiple sensory organs [14]. However, we must note that 

besides this advantage, students usually find these environments childish, in some cases even 

useless, which means they have a less serious approach to the topic. 

1.2. Computer problem-solving 

Based on the ACM&IEEE report [15] we can distinguish three knowledge levels: 

‒ Familiarity: “The student understands what a concept is or what it means. This level of 

mastery concerns a basic awareness of a concept as opposed to expecting real facility with its 

application. It provides an answer to the question ‘What do you know about this?’.” 

‒ Usage: “The student is able to use or apply a concept in a concrete way. Using a concept may 

include, for example, appropriately using a specific concept in a program, using a particular 

proof technique, or performing a particular analysis. It provides an answer to the question 

‘What do you know how to do?’.” 

‒ Assessment: “The student is able to consider a concept from multiple viewpoints and/or 

justify the selection of a particular approach to solve a problem. This level of mastery implies 

more than using a concept; it involves the ability to select an appropriate approach from 

understood alternatives. It provides an answer to the question ‘Why would you do that?’.” 

These levels show similarities with the concept based problem-solving approach developed by 

Pólya [16]. However, while Pólya defined four steps (understanding the problem, devising a plan, 

carrying out the plan and looking back), the ACM&IEEE report merges the first two steps [17]. 

Currently, ICT education, students, and end-users in general primarily focus on the second of the 

knowledge levels of the ACM&IEEE report; usage. This practice ignores the first level and 

makes the third inaccessible. This leads to the conclusion that one of the main problems in ICT 

education is that it focuses on the interfaces and features, without considering the underlying 

algorithms involved in the process of computer problem-solving. 

1.3. Our goals 

In our methodology – Sprego (Spreadsheet Lego) – we take a different approach, both to 

teaching programming and end-user computing; our approach provides an opportunity to teach 

programming principles through data-handling, primarily focusing on spreadsheet programs. This 

novel approach requires the introduction of concept based problem-solving methods with 

schema-construction to utilize both slow and fast thinking in the most effective ways [18]. 



2. Sprego 

2.1. Introduction to Sprego 

Sprego is a methodology to teach data-management in a simplified functional language with a 

schemata-centric, high-mathability approach [19] [20] [21] [22] [23] [24] [25] [26] [27]. It is based 

on Pólya’s [16] four-step problem-solving approach. 

In contrast with traditional approaches in spreadsheeting, where students work with hundreds of 

problem-specific functions, Sprego relies on a small set of general-purpose spreadsheet functions, 

entitled Sprego functions [23]. Students analyze the problems, construct their algorithms, then 

– strictly after these two steps – carry out the coding, and finally do the discussion and debugging 

[21] [28] [29] [23] [30] [31] [32] [33] [34] [35]. With this approach, the problem-specific functions 

can be replaced with algorithms, programming, and schemata. The methodology puts a great 

emphasis on using authentic sources. In contrast with the decontextualized sources presented in 

textbooks and in online helps [36] [37], authentic sources provide real-life data from contexts that 

students are familiar with [38]. To support the understanding of the problems, algorithms, 

multilevel formulas, data-analyses, and the recalling of schemata, Sprego uses various unplugged 

and semi-unplugged tools [28] [29] [39] [40] [41]. 

The Sprego methodology can be used without age and platform restrictions, being compatible 

with the popular spreadsheet management environments in the industry. Through its approach to 

problem-solving, the methodology builds up long-lasting knowledge and develops students’ 

algorithmic skills and computational thinking [42] [43]. 

2.2. Programming in Sprego 

Building and coding algorithms with Sprego relies on the functional language of spreadsheet 

environments [44] [45] [46] [47] [48]. Teaching programming with this approach provides an 

opportunity for beginners to work in a familiar, user-friendly environment combined with the 

moderate cognitive load of functional programming [45]. These tools make the teaching-learning 

process more effective, as students do not need to learn the syntax of demanding programming 

languages and the complicated IDE (Integrated Development Environment) interfaces [49] [50]. 

2.2.1. Programming concepts 

Teaching programming concepts in spreadsheet environments differs from traditional 

approaches. However, this does not limit the introduction, discussion, and use of fundamental 

programming elements. 

Spreadsheets handle various elementary datatypes, such as string, integer, double, date and 

boolean. Although the declaration of these datatypes is not explicit, the environment aids the 

users with automated formatting to show what type of data is stored and presented in cells: 

‒ string: left aligned 

‒ integer, double, date, and time: right aligned 

‒ boolean: center aligned 

Due to differences in the type of separator characters in various languages and the automated 

datatype-recognition of spreadsheet programs, authentic sources can result in unintended 

datatypes. Integers can be recognized as doubles, dates, or strings, booleans as numbers, dates 

and times as strings. Furthermore, multiple data stored in a single cell are frequently met. This 

provides further opportunities to teach more conscious use of datatypes and the conversion 

between them. Consequently, in the Hungarian version of Microsoft Excel [51] a comma is the 



decimal character, while in English, the comma serves as the thousand-separator character and 

the dot as the decimal character. Both teachers and students must be aware of these syntactical 

rules to be able to handle datatypes correctly. 

Reaching the level of abstraction required for understanding the concept and use of variables is a 

key element in programming education. However, based on experience, students have a hard 

time understanding this fundamental concept. In spreadsheet interfaces the declaration of 

variables and assigning values to them is as simple as storing data in cells. Furthermore, 

spreadsheet environments also make it possible to give custom names to cells and ranges of cells, 

similar to the explicit declaration of variables and arrays in text-based programming languages. 

Calling functions in programming and also in spreadsheeting is based on the concept of function, 

officially built up in math classes. However, spreadsheet programs offer a much wider 

opportunity for calling functions than mathematics, by applying n-ary and multilevel formulas of 

various domains and ranges. This practice is in accordance with modular programming practices, 

where the method of calling functions is introduced at an early stage of the topic and students 

learn to write modular programs with pre-written, reusable elements. 

The execution order of multilevel array formulas is observable through the built-in formula 

evaluator in spreadsheet environments; the composite formulas are evaluated, starting from the 

inside and working outwards. This approach adheres to the pre-defined evaluation and execution 

order of formula components, which is in contrast with the sequential execution of commands in 

imperative and object-oriented programming languages. Through the creation of multilevel 

formulas, students also learn how functions return values, and how other functions use the 

previously returned values as inputs in programming. 

Forming yes/no questions in programming is used to set conditions. In traditional programming 

practices, the conditions are usually used either in an IF statement or in loops. Setting up 

conditions in spreadsheets is in accordance with this practice. In spreadsheeting, students form 

yes/no questions for solving conditional calculation and formatting problems. This emphasizes 

the evaluation of questions as a separate step which returns true/false logical values, similar to 

text-based programming languages. 

Loops in text-based programming languages are used according to traditional programming 

principles and are easily identifiable. In traditional spreadsheeting, iterations – repeating actions 

on a range of cells by copying or array formulas – are not emphasized either by the software 

supports or the teaching materials. On the contrary, in Sprego the concept of iteration is widely 

supported by creating array formulas when the problem requires so. This approach is in 

accordance with one of the newest Google Sheets [52] and Microsoft Excel [51] built-in features, 

entitled dynamic array formulas [53]. 

2.2.2. Comparing knowledge items 

To further highlight the opportunities for using Sprego for teaching programming, we analyzed 

the required knowledge items for solving a conditional counting task in both spreadsheets and 

text-based programming languages. The data table shown in Figure 1 is a list of world heritage 

sites and their connected values [54]. The task is to count the number of sites that are in a region, 

stored in I2 (the region in question is stored in cell I2 to avoid hard-coding in the condition). 



 
Figure 1: The converted World Heritage table used for the conditional counting task presented in 

the paper [54]. 

Knowledge items involved in the problem-solving process are listed in Table 1. We considered 

the navigation in spreadsheet environments and handling programming IDEs (for example 

starting new projects, creating an empty program, etc.) as brought-in knowledge. Therefore, items 

referring to this knowledge are not listed in Table 1. 

Sprego Text-based programming 

Small set of syntactic rules Demanding syntactic rules 

Declaring variables and arrays: built in Declaring variables and arrays: explicit 

Coding Coding 

General purpose functions: built-in General purpose functions: standard libraries 

Calling functions Calling functions 

Handling files: opening Handling files: I/O functions/statements 

Standard I/O: typing, automated Standard I/O: I/O functions/statements 

Conditions: yes/no questions Conditions: yes/no questions 

IF() function IF statement 

SUM() function + operator 

Multilevel functions Multilevel functions 

Creating array formulas Using loops with arrays 

Indexing Indexing 

  

Table 1: Knowledge items required for solving a conditional counting task using the Sprego 

methodology and text-based programming approaches. 

In Table 2 codes are presented for both the Sprego and text-based programming solutions of the 

problem introduced in this section. Note, that we chose a simplified, fictional language to 

represent the text-based approaches, and that the solution only slightly differs in other 

programming languages. 

Sprego Text-based programming 

{=E2:E1202=I2} 
{=IF(E2:E1202=I2,1)} 
{=SUM(IF(E2:E1202=I2,1))} 

#include <stdio.h> 
int main (){ 
  int count=0, i; 
  string searchregion="EUR", regions[250]; 
  for(i=0;i<250;i++){ 
    if(regions[i] == searchregion) count = count + 1; 
  } 
  printf("%d",count); 
} 

  

Table 2: Example codes for solving a conditional counting task in Sprego and a text-based, 

simplified, fictional language. 



The lists of items show that solving the problem using traditional programming approaches 

requires more advanced items. In contrast, Sprego works with simpler, easier to understand 

items, making the task easier to code and solve for beginners. Comparing the two lists of 

knowledge items presented in Table 1 and the two codes in Table 2 shows that introducing and 

solving fundamental programming problems is possible at an earlier stage in spreadsheet 

management. 

3. Summary 

In this paper, we presented Sprego as a methodology to teach programming through data-

handling in spreadsheet environments. We discussed the knowledge items used in both 

spreadsheets and imperative, text-based languages for solving conditional counting tasks. Based 

on the comparison of the required knowledges items, we can conclude that Sprego coding is less 

demanding than traditional imperative and object-oriented languages; consequently, it is more 

effective to teach programming for beginners as an introductory language. Further work includes 

the teaching of the programming topic with Sprego in K-12 ICT education and the measurement 

of its effectiveness in developing the students’ algorithmic and computational thinking skills 

compared to text-based programming languages. 
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