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Abstract

P4 [1] is a domain-specific programming language for programmable switches run-
ning inside next-generation computer networks. The language is designed to use
the software-defined networking (SDN) paradigm [5] which separates the data plane
and the control plane layers of the program. P4 focuses on the data plane, while we
need some other tool to create the control plane. It facilitates the implementation
of the concept of fully programmable networks making possible the development
of programmable data planes.

This paper introduces certain tool-supported refactoring steps for P4 with two-
fold objectives. On the one hand, we aim to assist developers to take full advantage
of the programmability of P4, by providing standard refactoring services commonly
found in IDEs of modern high-level languages. On the other hand, we want to
enable P4 code optimizations that are aware of the unique make-up of this language.

The challenge in this task is that P4 has special domain-specific constructs that
cannot be found in other languages and as such there is no existing methodology yet
for refactoring these constructs. One of the most important part of the execution
of a P4 program is the application of the match/action tables. The program can
modify the incoming packets (namely the headers) by applying the tables. For
a given program, determining the optimal table structure is a difficult task. It
can often be the case that in a given hardware environment using fewer but larger
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Table 1. Vertical splitting

src_addr dst_addr action
1 1 𝑖𝑝𝑣4_𝑓𝑜𝑟𝑤𝑎𝑟𝑑

1 2 𝑖𝑝𝑣4_𝑓𝑜𝑟𝑤𝑎𝑟𝑑

1 3 𝑑𝑟𝑜𝑝

2 1 𝑑𝑟𝑜𝑝

2 2 𝑚𝑜𝑑𝑖𝑓𝑦_𝑑𝑠𝑡

3 1 𝑚𝑜𝑑𝑖𝑓𝑦_𝑑𝑠𝑡

(a) Table before vertical splitting

src_addr action
1 case1

2 case2

3 case3

(b) Vertical dispenser

executor1
dst_addr action

1 𝑖𝑝𝑣4_𝑓𝑜𝑟𝑤𝑎𝑟𝑑
2 𝑖𝑝𝑣4_𝑓𝑜𝑟𝑤𝑎𝑟𝑑
3 𝑑𝑟𝑜𝑝

executor2
dst_addr action

1 𝑑𝑟𝑜𝑝
2 𝑚𝑜𝑑𝑖𝑓𝑦_𝑑𝑠𝑡

executor3
dst_addr action

1 𝑚𝑜𝑑𝑖𝑓𝑦_𝑑𝑠𝑡

(c) Executor tables

tables, while in another environment using more but smaller tables may yield better
results. Therefore our implemented refactorings mainly focus on the modification of
the match/action tables, namely horizontal and vertical splitting of tables, merging
tables, changing the execution order of tables.

Table 1 illustrates vertical splitting. The parameter of the operation is a value
set which determine the likely values of the first key part which can appear in the
table. Using this set we can split the original table (1a) in such a way that first
we just lookup the first key part in the determined set (1b) and then lookup the
second key part in independent tables (1c).

The introduced refactorings were realized with P4Query [3], a static analysis
framework for P4. However P4Query was originally designed with code discovery in
mind rather than code transformation. As such, one of the issues a refactoring step
has to address is keeping the database in a consistent state. Our current solution
applies generic consistency checks after the execution of the refactoring steps for the
internal graph to address this problem. Illustrating generality of our approach in
addition to these steps, we have implemented some more general (not P4 specific)
transformation steps (e.g. parameter renaming and magic number replacing) too.
In the case of every refactoring we have also defined the prerequisites needed for
the safe execution of the steps.

Considering related work P4 refactorings can be particularly useful for data-
plane disaggregation, a problem recently addressed by Flightplan [6]. The objec-
tive here is to optimally segment P4 programs so that individual program segments
can be assigned to different hardware resources. Another potential application for
P4 refactorings can be the decomposition of large match/action tables containing
significant amount of redundancy (due to dependencies between their fields) into
smaller, irredundant tables using the approach introduced by Németh et al. [4].
On many targets decomposition leads to better efficiency, because smaller, simpler
tables can be updated by the controller with less work, and because it is easier
for compilers to find optimal representations for simpler tables. Our current ap-
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proach to refactoring P4 using P4Query was mostly inspired by RefactorErl [2],
a similar, but more established static analysis tool for Erlang, also developed at
ELTE. A key idea in this tool is that persisting pre-calculated semantic informa-
tion in a database can both simplify and speed up refactorings. This also enables
incremental refactorings where syntactical changes automatically trigger semantic
analysis.

In the future using the approach introduced by the paper we plan to implement
further, more complex refactoring steps and to extend currently applied consistency
checks with more specific verification methods.
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